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Abstract

Digital beamforming is a popular method used in modern communication systems. The ability

to track and locate a transmitting signal adaptively is necessary in communication systems.

Beamforming is one solution to this problem. Beamforming uses an array or matrix of isotropic

antenna elements. This eliminates the need to create a physically larger antennas to achieve

the same radiation pattern and gain of a phased array of antenna elements. Additionally, the

antennas are electronically controlled allowing the radiation pattern and gain to adapt quickly.

It is necessary to use a digital platform for beamforming because hardware can digitize analog

signals efficiently. The research done in this paper starts with a system created in Matlab’s

Simulink environment. This system has both software and hardware beamforming algorithms.

The results from the two algorithms is verified in waveforms. The hardware beamforming system

is converted to hardware description language (HDL) using Simulink’s HDL Coder application.

The HDL files are used in a simulation environment using Cadence Incisive simulator to verify

the beamforminf results. The digital beamforming HDL project is implemented on different

application specific integrated circuit (ASIC) technologies. Using Synopsys compiler suites the

project is synthesized, placed and routed on the ASIC technologies. This paper will analyze the

results from implementing a beamforming algorithm on digital hardware.



Contents

Contents v

List of Figures vii

List of Tables ix

1 Introduction 1

1.1 Research Goals . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2

1.2 Contributions . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2

1.3 Organization . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3

2 Bibliographical Research 5

2.1 A brief overview of beamforming and phased arrays . . . . . . . . . . . . . . 5

2.1.1 Beamforming Algorithms . . . . . . . . . . . . . . . . . . . . . . . 6

2.1.1.1 Direction of Arrival and power method . . . . . . . . . . . 7

2.1.1.2 Null-steering techniques . . . . . . . . . . . . . . . . . . . 7

2.1.1.3 Adaptive Beamforming . . . . . . . . . . . . . . . . . . . 7

2.1.1.4 Phase-shift beamforming . . . . . . . . . . . . . . . . . . 8

2.2 Digital Hardware Implementation . . . . . . . . . . . . . . . . . . . . . . . 9

2.2.1 Types of hardware platforms . . . . . . . . . . . . . . . . . . . . . . 10



Contents vi

2.2.1.1 Field Programmable Gate Arrays . . . . . . . . . . . . . . 10

2.2.1.2 Digital Signal Processor . . . . . . . . . . . . . . . . . . . 10

2.2.1.3 Application Specific Integrated Circuits . . . . . . . . . . . 11

3 MATLAB and Simulink Environment 12

3.1 Behavioral Algorithm . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12

3.2 Hardware Description Language Algorithm . . . . . . . . . . . . . . . . . . 13

3.2.1 Digital Conversion of the signal information . . . . . . . . . . . . . 13

3.2.2 Generating the Steering Vector . . . . . . . . . . . . . . . . . . . . . 14

3.3 Generating HDL code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16

3.3.1 Target Platform . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16

3.3.2 HDL and Testbench Generation . . . . . . . . . . . . . . . . . . . . 17

4 Simulation Results 18

4.1 Simulation Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18

4.2 Co-simulation Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22

4.3 Testbench files . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25

5 Hardware Results 27

5.1 Synthesis . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28

5.2 Pre and Post Scan Insertion Results . . . . . . . . . . . . . . . . . . . . . . . 29

5.3 Integrated Custom Compiler Results . . . . . . . . . . . . . . . . . . . . . . 36

6 Conclusion 41

6.1 Future Work . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42

References 43



List of Figures

2.1 Delay and Sum Beamformer . . . . . . . . . . . . . . . . . . . . . . . . . . 9

3.1 Simulink Beamforming System . . . . . . . . . . . . . . . . . . . . . . . . . 13

3.2 HDL Logic to Find Steering Vector . . . . . . . . . . . . . . . . . . . . . . 15

3.3 System with the Co-simulation Platform . . . . . . . . . . . . . . . . . . . . 16

4.1 Behavioral Beamformed Signal Result . . . . . . . . . . . . . . . . . . . . 19

4.2 Output Signals from the HDL and Behavioral Models . . . . . . . . . . . . 20

4.3 Error between Behavioral and HDL Beamformed Signals . . . . . . . . . . . 21

4.4 Co-simulation Environment . . . . . . . . . . . . . . . . . . . . . . . . . . 23

4.5 Co-simulation Error Console . . . . . . . . . . . . . . . . . . . . . . . . . . 24

4.6 Waveform of Generating Steering Vectors . . . . . . . . . . . . . . . . . . . 25

4.7 Waveform of the Beamformed Signal . . . . . . . . . . . . . . . . . . . . . 26

5.1 Pre-Scan Insertion Technology vs Area Graph . . . . . . . . . . . . . . . . 29

5.2 Pre-Scan Insertion Technology vs Internal Power Graph . . . . . . . . . . . 30

5.3 Pre-Scan Insertion Technology vs Switching Power Graph . . . . . . . . . . 30

5.4 Pre-Scan Insertion Technology vs Leakage Power Graph . . . . . . . . . . . 31

5.5 Pre-Scan Insertion Technology vs Total Power Graph . . . . . . . . . . . . . 31



List of Figures viii

5.6 Pre-Scan Technology vs Slack . . . . . . . . . . . . . . . . . . . . . . . . . 32

5.7 Post-Scan Insertion Technology vs Area Graph . . . . . . . . . . . . . . . . 34

5.8 Post-Scan Insertion Technology vs Internal Power . . . . . . . . . . . . . . 34

5.9 Post-Scan Insertion Technology vs Switching Power . . . . . . . . . . . . . 35

5.10 Post-Scan Insertion Technology vs Leakage Power . . . . . . . . . . . . . . 35

5.11 Post-Scan Insertion Technology vs Total Power . . . . . . . . . . . . . . . . 36

5.12 Post-Scan Insertion Technology vs Slack . . . . . . . . . . . . . . . . . . . 37

5.13 Place and Route of the Digital Beamforming Design . . . . . . . . . . . . . 38

5.14 Detailed View of the Place and Route Result . . . . . . . . . . . . . . . . . 39



List of Tables

5.1 Pre-Scan Insertion Area Results . . . . . . . . . . . . . . . . . . . . . . . . 28

5.2 Pre-Scan Insertion Power Results . . . . . . . . . . . . . . . . . . . . . . . 29

5.3 Pre-Scan Timing Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32

5.4 Post-Scan Insertion Area Results . . . . . . . . . . . . . . . . . . . . . . . . 33

5.5 Post-Scan Insertion Power Results . . . . . . . . . . . . . . . . . . . . . . . 33

5.6 Post-Scan Insertion Timing Results . . . . . . . . . . . . . . . . . . . . . . 37

5.7 Results From the IC Compiler . . . . . . . . . . . . . . . . . . . . . . . . . 39



Chapter 1

Introduction

Digital beamforming is a concept first proposed in 1980 [1]. The advancement of beamforming

allowed designers to configure the antenna’s radiation pattern while not altering the physical

dimensions of the antenna. The power of an antenna’s signal is measured by its gain. The

antenna will emit a radiation pattern that encompasses phase and amplitude. The phase and

amplitude are parameters the designer can set. For an array of antennas their radiation patterns

can constructively add or subtract, this enables a precise and stronger radiation pattern compared

to a single antenna element. A widely used implementation of beamforming is null-steering

beam. Radar technology and other communication applications can use null-steering to block a

signal from being transmitted or received [2].

Analog beamforming uses a similar configuration as digital beamforming with elements

spaced at half wavelengths of each other. The disadvantages of analog beamforming include the

amount of space needed to package the hardware. Analog beamforming uses power dividers and

phase shifters for each element of the array and for every beam created which is cumbersome.

Digital beamforming performs the calculations after the signal has been digitized through

and Analog to Digital Converter (ADC). This allows for a compact and efficient system. The
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operations needed to perform the computations of beamforming require either application

specific integrated circuits (ASIC) or a field programmable gate array (FPGA) [1, 3]. The

success of digital beamforming is constrained by the sample rate and power needed by the

ADC. Complementary metal oxide semiconductors (CMOS) allow higher speed and less power

consumption for ADCs. Most digital beamforming configurations have an ADC set behind the

RF front end of all the elements in a phased array of antennas.

1.1 Research Goals

This research is a proof of concept that digital beamforming can be applied to digital hardware.

The goals set for this digital beamforming implementation on hardware involved generating a

behavioral system of the algorithm in software using MATLAB, simulate beamforming of an

array of elements receiving a generated input signal and calculating the steering vectors. After

verifying the functionality of the software algorithm the hardware description language (HDL)

equivalent algorithm is implemented in Simulink and the results are compared to the behavioral

algorithm. The HDL algorithm is validated and the HDL code is generated using an app in

Simulink called HDL Coder. The HDL code is transferred to a logic synthesis environment.

Using Synopsys Design Compiler HDL code is synthesized for hardware implementation. Scan

ports are added to the design to for testing. The scan insertion will provide power consumption,

timing analysis and hardware area used. Lastly, the HDL beamforming model is placed and

routed on 4 different ASIC technology sizes 32 nm, 65 nm, 90 nm and 180 nm.

1.2 Contributions

The significant contributions to the projected are listed below:



1.3 Organization 3

1. Generated HDL files from MATLAB using the application HDL Coder.

2. Simulated the beamforming output from Simulink and Cadence Incisive simulation

environment.

3. Synthesized the HDL project with and without scan insertion for data analysis.

4. Routed the design using Custom Compiler.

5. Synthesized the HDL project on different ASIC hardware technology for data analysis

6. The obtained information is analyzed and is presented using graphs and charts.

1.3 Organization

The structure of the thesis is as follows:

• Chapter 2 Bibliographic Research: This section will explain the theory behind beam-

forming and use of phased arrays. Different beamforming techniques will be described

that have been implemented on digital hardware. Discussion of how digital hardware is

implemented for beamforming algorithms and the different hardware platforms that are

most commonly used.

• Chapter 3 Description of the Project: Chapter 3 describes the Simulink model generated

to model phase-shift beamforming and the corresponding hardware algorithm. This

section will explain how the HDL files are generated using Simulink.

• Chapter 4 Simulation Results: The results presented in this section show the beamforming

output from the Simulink behavioral model as well as the HDL equivalent algorithm
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output. Next, the results from creating a co-simulation test bench environment within

Simulink and using Cadence Incisive simulation environment.

• Chapter 5 Results from Hardware Implementation: This section will describe data

analyzed from synthesizing the HDL code with and without scan insertion. Results from

routing the design on an ASIC. Lastly, data analysis from implementing the design on

different ASIC technology.

• Chapter 6 Conclusion: This section will summarize the results and analysis of the

beamforming model implemented in hardware. Additionally, this section will include

future work on advancements that can be implemented with digital beamforming.



Chapter 2

Bibliographical Research

2.1 A brief overview of beamforming and phased arrays

Antenna theory is broad and extensive. It is crucial to comprehend the fundamentals of antenna

knowledge and the capabilities of an array of antennas for the research done in this work.

A single antenna provides a wide radiation pattern with a low gain. For signal processing

it is imperative to have a high gain when transmitting information. The gain of an antenna

characterizes the antennas directivity and radiation efficiency. If the gain of an antenna is high

that signifies the input power applied to the antenna is almost completely converted to the

electromagnetic wave produced. A lower gain implies power inefficiency this results in a weak

electromagnetic wave since power has been lost [4, 5].

By increasing the physical dimensions of the antenna the gain can increase if the antenna can

output more power. This leads to a higher directivity but impractical for some implementations.

Instead of changing the physical dimensions of an antenna, using an array of multiple antenna

elements together can create high gain and directivity. The elements are used in a specific

electrical and geometrical configuration to allow maximum efficiency. To create directive
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patterns with an array of elements the radiation field of each element should constructively

interfere with one another. When designing the directivity of a phased array of antenna elements

the engineer has parameters to optimize. These variables include the configuration of the array,

the research done in this paper uses a linear configuration. The distance between each element

is set by the designer and consistent between all elements. The amplitude and phase of each

antenna can be independent of one another and affect the directivity of the resulting radiation

pattern. Lastly, the relative pattern of radiation can be manipulated for each element [6] [7].

The digital beamforming studied in this paper uses MATLAB’s Simulink narrowband

receive element array design block. The phased array creates a beam of radiation resulting from

each antenna elements phase and amplitude directed towards the incoming signal’s location.

For this experiment the direction of the incident angle is known and used in the beamforming

algorithm. An overview of different beamforming algorithms and hardware platforms are

explained below.

2.1.1 Beamforming Algorithms

The received signals from each antenna in a phased array are multiplied by complex weights that

can be individually created for each antenna element. This allows the gain of the whole phased

array to be manipulated electronically [8]. The conventional beamforming techniques are based

on digital signal processing theory. Convolution is used to find the response of the phased array

of elements from some input signal received from the phased array. The system is linear time

invariant (LTI). The theory of superposition is used to find the individual responses from each

input signal as a weighted sum of the signals applied to each individual signal. Moreover, the

theory of linearity deals with complex exponentials that are realized in space-time signals [4].
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2.1.1.1 Direction of Arrival and power method

In a receiving phased array the direction of arrival of the input signal is used to calculate the

steering vectors to change the direction of the radiation pattern. If the direction of arrival (DOA)

is not known there is an additional algorithm to estimate the DOA. The research done in [9]

developed an algorithm to estimate the DOA. A projection matrix is created from the vectorized

phase and magnitude of the input signals which are found using an autocorrelation matrix. Once

finding the largest projection values of this matrix these will be used as estimates for the DOA.

A uniform linear array (ULA) of antenna elements are the most common configuration for

beamforming. The number of antenna elements, the incident angle of the signal intercepting the

antenna, and the white noise that the phased array also receives are all part of a mathematical

relationship. To filter the signal spatially amongst the array of antennas, weights are applied to

each output signal [10–12].

2.1.1.2 Null-steering techniques

Many applications of beamforming include technology for the military. When communicating it

is important to maintain a safe and reliable signal that can withstand adversarial attacks. Using

nulls at certain angles causes no radiation towards that direction. Null-steering deflects any

incoming signals that are deemed undesirable to the system. The research done in [13] uses

a population-based, evolutionary, and stochastic method to assign certain coefficients to each

antenna to create a desired radiation pattern [14].

2.1.1.3 Adaptive Beamforming

There are blind beamforming algorithms that do not need a reference signal to train the algorithm

where the direction of arrival is. With no reference there is less computation needed. For non-
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blind algorithms the reference signal is required and will slow down the overall computation

however, the non-blind algorithm converges faster than the blind algorithm [15, 16]. Research

conducted in [17] acknowledges the advantages of both algorithms and implements hybrid

beamforming. This hybrid beamforming research combines blind and non-blind algorithms

with a modified normalized least mean square normalized constant modulus algorithm. The

system will start at convergence then accept signals from the phased array and generate an

output through a normalized least mean square algorithm. This research done is adaptive since

the system will iterate this process and update the weights assigned to each antenna based off

the output found.

2.1.1.4 Phase-shift beamforming

There have been many different variations of beamforming applied to hardware systems that

were considered before applying a specific beamforming technique [18–23]. The algorithm

used in the research conducted in this paper uses Simulink’s narrowband receive antenna array

design clock. A linear time invariant filter is applied to all the antenna elements to obtain an

output array. After applying the LTI filter the outputs are added together as shown in Figure 2.1.

When using a narrowband array of antennas the signals are all approximated by a phase

shift in the frequency domain. This is equivalent to a delay in the time domain. Equation 2.1

shows the input field f (t, pn) as the input signal. Individual antenna elements are multiplied by

a time delay e jwct . There are N elements. Next, the travel time of a plane wave between two

elements is calculated as τn. Equation 2.2 shows the narrowband antenna elements multiplied

by the time delay. Multiplying by a time delay in the time domain is equivalent to a phase shift

in the frequency domain [4].

f (t, pn) =
√

2Re
{

f (t, pn)e
jwct} ,n = 0, ...,N −1 (2.1)
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Figure 2.1: Delay and Sum Beamformer

f (t, pn) =
√

2Re
{

f (t, pn)e
− jwcτne jwct} (2.2)

The delay and sum method which uses time delays is displayed in Figure 2.1. The functions

of time shifts are put into vector form and weighted individually to form the steering vectors

needed for the resulting beam.

2.2 Digital Hardware Implementation

The research conducted in this paper involves targeting a field programmable gate array (FPGA)

through MATLAB. The hardware description language (HDL) is generated by MATLAB

and then implemented on different application specific integrated circuit (ASIC) technology.

The main difference between ASIC and FPGA platforms, is ASIC platforms cannot be repro-
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grammed and draw less power than FPGAs. FPGA contains the word “field”, meaning the

programming of the device is done outside of a factory and in the field. Within FPGAs there

are simple logic gates such as AND, OR, XOR or more complicated logic such as encoders and

decoders. Incorporating a microprocessor embedded in the FPGA has become quite popular.

These processors connected to the FPGA are called system on chip (SoC) boards. Whereas, if a

processor core is implemented within the FPGA such as Xilinx’s Microblaze this is considered

a “soft” processor core alternative [8, 24] .

2.2.1 Types of hardware platforms

2.2.1.1 Field Programmable Gate Arrays

Beamforming algorithms require complex mathematical computations since the electromagnetic

wave has phase and amplitude components, which requires the hardware to deal with real and

imaginary numbers. Additionally, when receiving information from the analog world it is

necessary to use an analog to digital converter (ADC) that can digitize the received signal

without losing any precision. The research conducted in [25] relied on a MATLAB program to

generate the weights applied to each antenna element then convert these values to floating point

and assign these to registers in an FPGA. The digital signal processor is described in the next

section however, it is important to note that the FPGA can outperform a digital signal processor

(DSP) by as much as 1000:1 [8].

2.2.1.2 Digital Signal Processor

A Digital signal processor (DSP) is a processor or microprocessor able to provide fast sequences

of instructions with emphasis on operations related to digital signal processing. DSPs are able

to represent mathematical operations such as shift or multiply digitally. The DSPs used in
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designs today are able to multiply and accumulate (MAC) in a single instruction cycle. DSP

architecture incorporated the multiply-accumulate processors within the data path. Additionally,

some processors have numerous multiply-accumulate processors within the data path to perform

these calculations in parallel. DSPs are able to complete many tasks concurrently. For example

fetching an instruction, accessing memory to obtain an operand, or storing a result in memory

can all be done in the same machine cycle.

2.2.1.3 Application Specific Integrated Circuits

Depending on the system ASICs are more appealing than FPGAs. The digital beamforming

within an FPGA involves many signal channels that are put through analog to digital con-

verters and there corresponding interfaces. Other implementations include multiple analog

beamformers fed to a digital beamformer. These implementations are notable however the

FPGA image quality differs slightly compared to an ASIC platform. The power consumption

of a digital beamformer in an FPGA is high and must be mitigated. The research conducted in

[26] decided the digital beamformer power consumption did not outweigh the quality of the

resulting beamformed signal and decided to use ASIC instead. The beamforming algorithm

involved adaptive-resolution on an energy-scalable ASIC. This method uses a sliding window

that will minimize the memory storage of input data. The resolution of the sliding window can

be adjusted to decrease the memory storage constraints needed.



Chapter 3

MATLAB and Simulink Environment

A system that generates a transmitting signal to a phase shift beamforming algorithm is created

in Simulink. This model contains another algorithm that is equivalent to the Simulink phase

shift beamformer block except that it uses hardware description language functional blocks that

are synthesizable for a digital hardware platform. This section will describe the behavioral and

HDL algorithms created in Simulink. Both algorithms implement a phase shift beamforming

method to calculate a simulated received signal. Simulink’s phase-shift beamformer is applied

to an array of ten narrowband receiver antenna elements. The output of this algorithm is sent to

a waveform window and compared to the HDL equivalent phase-shift beamformer. The full

system is shown in Figure 3.1.

3.1 Behavioral Algorithm

The behavioral or software based beamforming algorithm involves generating input signals at a

known angle to a ULA of 10 elements. MATLAB created a phase shift beamformer function.

This function will estimate a delay in time to perform beamforming. This function has many
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Figure 3.1: Simulink Beamforming System

parameters such as the as the number of elements, distance between elements, and type of

antenna element used. The user must also specify the propagation of the signal, the frequency

that the system will operate at. For the beamforming algorithm the direction of arrival must

be known, this implies that this method is conventional beamforming since it must start with

having the direction of arrival. The output of this function will provide the dimension of the

input signal in matrix form along with their corresponding beamforming directions, and the

coefficient weight that is applied to each vector. This output is then sent to a waveform window

along with the output of the HDL algorithm for comparison. The full system in Simulink is

shown in Figure 3.1 [27–29].

3.2 Hardware Description Language Algorithm

3.2.1 Digital Conversion of the signal information

The behavioral algorithm mentioned above is a floating point model whereas, the equivalent

HDL model uses fixed point arithmetic. From Figure 3.1 there is a waveform design block

that generates a multi-channel signal. After the multi-channel signal is generated there are
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antenna elements that capture the signal and the received target echo that is generated from the

incident angle. The signal received is then sent through the receiver pre-amplifier this will aid

in reducing the noise captured.

After capturing the analog floating point information the data must be converted to fixed-

point which is done through a quantize signal block from Simulink. The 10 different channels

that each have 300 samples are converted to 12-bit words with 9-bits for fractional precision.

The conversion from floating to fixed point is constrained by the target FPGA platform. The

target FPGA is a Xilinx Virtex-7. The Virtex-7 contains a 12-bit analog to digital converter.

Converting the data to 12-bit word length was needed to meet the ADC constraints. The next

part of the HDL algorithm involves the phase-shift beamforming algorithm. The multi-channel

input signal is converted to a 12 bit word and processed serially by the HDL algorithm. The

computations required of this algorithm require delays to enable synchronization. If there are

any processes that are implemented in parallel the algorithm will compensate for these delays

by adding the equivalent delay to the parallel function.

3.2.2 Generating the Steering Vector

From the input signals direction of arrival the HDL algorithm will create a steering vector. The

steering vector is obtained by sampling the angle at each antenna element and aligning the data

in a matrix. Using matrix multiplication the information from the multi-channel input signal

can be found at each element by using the position of each element within the computation.

The data obtained by the array of elements will be complex and require computational delays

added to the system. For this specific application the CORDIC algorithm is used. The steering

vector implementation in hardware is shown in Figure 3.2.

The CORDIC algorithm or coordinate rotation digital computer, is used to calculate trigono-

metric functions as well as other complex mathematical operations with an arbitrary base. In
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Figure 3.2: HDL Logic to Find Steering Vector

most cases this algorithm is used in lieu of a hardware multiplier. The CORDIC system is

necessary for many beamforming algorithms and implemented in hardware to minimize the

number of gates needed.

The spacing between elements is used to find the steering vector. The position is based off

the center array and measured outward. Spacing between elements is half a wavelength which

is roughly 1.5 meters or half the propagation speed divided by the operating frequency. The

operating frequency is 100 MHz and used to sample the incoming signal. The pulse generated

by the phase shift beamformer is 1 kHz. The spacing is represented by an 8-bit word and 4-bit

fractional length. The result of the HDL algorithm is pulses of the beamformed signal this is

shown in the results section.

MATLAB’s co-simulation environment is used to compare the result from the behavioral

algorithm and the HDL algorithm. This platform implemented in Simulink will support co-

simulation between different servers. The co-simulation platform can link Simulink and another

simulation environment such as Cadence Incisive. The implementation of the co-simulation

environment is shown in Figure 3.3.
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Figure 3.3: System with the Co-simulation Platform

3.3 Generating HDL code

3.3.1 Target Platform

The Simulink model targets specific FPGA boards. The target used is a Xilinx Virtex-7 FPGA

with xc7vx485t microprocessor. The package is ffg1761 with a target frequency of 300 MHz.

The Virtex-7 is part of the 7 series family of boards. It has the largest number of logic cells in the

family at 1955K cells. It has 68 Mb of RAM, 2784 Gb/s serial bandwidth and 1200 input/output

pins. This board is referenced earlier as a soft core FPGA since it has a microprocessor

embedded within the FPGA. The Virtex-7 has the MicroBlaze CPU. The device xc7vx485t

includes 485,760 logic cells and 2,800 DSP slices this information is found in the data sheet

[30]. The device-package ffg1761 used with the xc7vx485t has 700 inputs and outputs.
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3.3.2 HDL and Testbench Generation

The HDL Coder is an application created by MATLAB and used in the Simulink environment.

This application has parameters set by the designer. Within the HDL Coder properties the

HDL Algorithm system is selected for HDL code generation, the language chosen is Verilog.

After implementing all necessary parameters for the target platform explained in 3.3.1 the

designer can choose specific parameters to increase optimization of the design. The choices

for optimization include choosing the size of RAM for register mapping, removing redundant

registers from the design and timing constraints for the model.

A testbench is automatically generated from HDL Coder. Cadence Incisive simulator is

used for the HDL testbech as well as for the co-simulation model. The co-simulation will

link the Simulink simulation with the HDL compatible simulator in this case Cadence Incisive.

The HDL Algorithm will have two interfaces that communicate to the third party simulation

environment this is shown in Figure 3.3 [28, 29].



Chapter 4

Simulation Results

4.1 Simulation Results

The behavioral beamforming algorithm using Simulink blocks creates a vectorized beamformed

output. The result of the behavioral beamforming algorithm is shown in Figure 4.1. The

generated signal is in blue and shows distinct pulses at 300 and 600 milliseconds. There is noise

that is received from the antennas and carried through the system to the output however, this

can be mitigated with a high pass filter for higher quality results. It is important to note that the

signal to noise ratio (SNR) of the beamformed pulse is 1.2:0.5 or 2.4. For many systems this

SNR is adequate.

The result from the HDL algorithm will be compared to the output from the behavioral

algorithm to verify that the HDL implementation of beamforming is equivalent. The result from

the HDL and behavioral models are shown in Figure 4.2.

From looking at Figure 4.2 it is not easy to discern the difference between the behavioral

and HDL beamformed signal. The error between the two signals is shown in Figure 4.3

Figure 4.3 shows the error between the behavioral and HDL beamformed signals are in the
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Figure 4.1: Behavioral Beamformed Signal Result
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Figure 4.2: Output Signals from the HDL and Behavioral Models
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Figure 4.3: Error between Behavioral and HDL Beamformed Signals
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order of 10−3 for this research this is statistically insignificant. Since the error is so small the

HDL algorithm’s functionality has been verified and can now be generated into HDL code.

4.2 Co-simulation Results

A co-simulation testbench is created to run the behavioral simulation in Simulink while running

the HDL simulation in Cadence Incisive. Unfortunately, this was not able to work successfully.

There is an issue connecting Simulink to the Cadence Incisive simulator. There are .sh files

that are generated that compile the HDL files and the testbench file. After compiling there is

a separate .sh file to simulate this project. Running these scripts on their own work and the

results are shown in section 4.3. The error when running the co-simulation environment in

shown in Figure 4.4. The error states that the simulator library is not using shared memory.

To share memory between the simulator library and MATLAB a server using inter-processing

communication called HDL Daemon is used. Unfortunately, even with this server enabled the

co-simulation environment does not run. In Figure 4.5 a MATLAB function nclaunch() is used

to launch the Cadence Incisive simulator environment from the MATLAB terminal. Within

this function the socket used for the HDL Daemon server is set at 4449. After running this

function, the new error states the version of Incisive cannot be determined. After checking the

simulator is on the path of the machine the nclaunch() function has the same error. Even though

the co-simulation environment was not achievable the HDL Algorithm can be verified using a

separate environment with Cadence Incisive to simulate the HDL files.
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Figure 4.4: Co-simulation Environment
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Figure 4.5: Co-simulation Error Console
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Figure 4.6: Waveform of Generating Steering Vectors

4.3 Testbench files

The generated Verilog files are implemented in a test environment that can communicate with

Cadence Incisive simulator environment. The figures below Figure 4.6 and Figure 4.7 show the

operation of the HDL Algorithm model when test signals are applied. The testbench used for

this model generates a 16 bit word as the angle to the 10 antenna elements. This angle is then

used in modules within HDL Algorithm. The testbench will send 12 bit input signals as the

input pulse. The testbench will generate a 16 bit angle value that will be used in the phase shift

algorithm. The pulse signals are sent to the Angle2SteeringVec.v module that will output the

steering vector results this is shown in 4.6. This waveform shows the resulting steering vectors

for each antenna element 0-9 with corresponding real and imaginary parts.

The resulting beamformed signals are beamformingOutHDL_im and beamformin-

gOutHDL_re which are each 32 bit signals with values for the imaginary and real components

of the beamformed output signal. The values of the resulting signals change rapidly to show the
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Figure 4.7: Waveform of the Beamformed Signal

computations in progress. Once the stimuli is done inputting information the done signal is set

high once the algorithm calculates the result as shown in Figure 4.7.



Chapter 5

Hardware Results

The synthesis tool from Synopsys called Design Compiler (DC) is used for this design. This

will generate report files to analyze the performance of the circuit. The synthesis tool is used

to optimize the design for timing, area and power. Instead of implementing the design on an

FPGA board the design is implemented on different ASIC technologies. The Virtex 7 which

is the target platform described in Section 3.3.1 is not available for use in this project. The

synthesis tool is applied to the design for each technology available. The 32 nm, 65 nm, 90 nm

and 180 nm ASIC libraries are used for implementation.

After analyzing the data obtained from the DC tool the design is placed and routed using the

Synopsys’ tool Integrated Circuit Compiler (ICC). This tool will use the synthesized design to

route signals and place components on up to 11 different metal layers. This tool will optimize

the design to efficiently route all signals while optimizing timing, power and area.
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Table 5.1: Pre-Scan Insertion Area Results

5.1 Synthesis

Synthesis is used for digital designs to convert Hardware Description Language into a netlist.

The netlist will describe the hardware as gates and wires to connect signals to each other.

The DC compiler tool from Synopsys provides optimization of timing, area and power. After

this optimization the tool is able to correlate the results to within 10% of what the physical

implementation would be. This tool is comprehensive and includes PrimeTime, DesignWare IP,

DFTMAX and Power Compiler [31]. The PrimeTime Suite offers static timing analysis. For

designs 90 nm and below PrimeTime will improve signal to noise ratio and delay caused by

cross talk [32]. The Power Compiler is another Synopsys tool used to analyze consumption

of static power of designs less than 90 nm. This tool will also analyze leakage, dynamic,

multi-voltage and threshold voltage power use. The compiler will optimize the design around

power consumption based off of the activity from the nets generated in the design. The results

from using Design Compiler, PrimeTime, and Power Compiler are presented and analyzed in

Section 5.2.
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Figure 5.1: Pre-Scan Insertion Technology vs Area Graph

Table 5.2: Pre-Scan Insertion Power Results

5.2 Pre and Post Scan Insertion Results

The results of the area analysis shows a steep increase from 65 to 90 nm technology. This could

be the result of the Design Compiler not being able to accommadate designs larger than 90 nm.

The relationship between the different technology and power analysis shows a common trend

of technology under 90 nm having a much smaller power consumption than power consumption

over 90 nm. The results from the PrimeTime tool are shown in Table 5.3[33].

The PrimeTime synthesis tool within Design Compiler shows a very high discrepancy

between the 32 nm and 90 nm technology. A possible explanation for the 65 nm technology
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Figure 5.2: Pre-Scan Insertion Technology vs Internal Power Graph

Figure 5.3: Pre-Scan Insertion Technology vs Switching Power Graph
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Figure 5.4: Pre-Scan Insertion Technology vs Leakage Power Graph

Figure 5.5: Pre-Scan Insertion Technology vs Total Power Graph
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Table 5.3: Pre-Scan Timing Results

Figure 5.6: Pre-Scan Technology vs Slack
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Table 5.4: Post-Scan Insertion Area Results

Table 5.5: Post-Scan Insertion Power Results

having a much higher slack time could be the result of a less efficient technology library used

compared to the other technology libraries.

The Design Compiler is also applied to the scan inserted design and the results from this

tool are shown in Table 5.4 and Figure 5.7.

In Table 5.4 this shows the different area results from each technology which shows a similar

pattern to the pre-scan insertion results from Figure 5.1. For all technologies used, the total cell

area increased after scan-insertion. Implementing test insertion ports adds combinational logic

such as flip flops and multiplexors which add to the total cell area. The results from post-scan

insertion power analysis are displayed in Table 5.5 and Figure 5.8 through Figure 5.11.

The power analysis from post-scan insertion differ from the pre-scan insertion power results
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Figure 5.7: Post-Scan Insertion Technology vs Area Graph

Figure 5.8: Post-Scan Insertion Technology vs Internal Power
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Figure 5.9: Post-Scan Insertion Technology vs Switching Power

Figure 5.10: Post-Scan Insertion Technology vs Leakage Power
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Figure 5.11: Post-Scan Insertion Technology vs Total Power

by increasing the total power for the 32 nm technology which changed from 18.72 mW to

5.2432 mW. The 65 nm Technology did not have a drastic change in power consumption

between pre and post scan insertion. The 90 and 180 nm technology also shows significant

increase in power by roughly a factor of 5 for 90 nm and almost a factor of 2 for 180 nm

technology.

The last parameter analyzed by PrimeTime is slack time. This is shown in 5.6 and 5.12.

5.3 Integrated Custom Compiler Results

The Synopsys tool Integrated Circuit Compiler to place and route the digital beamforming

design. The IC Compiler will plan the hierarchical design. This tool will efficiently find where

congestion is most prevalent and reorganize the design. This compiler uses clock tree synthesis

and route node convergence. The resulting design after the place and route tool is used is shown

in Figure 5.13.

This shows the whole design routed with 11 different metal layers. For a detailed view of
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Table 5.6: Post-Scan Insertion Timing Results

Figure 5.12: Post-Scan Insertion Technology vs Slack



5.3 Integrated Custom Compiler Results 38

Figure 5.13: Place and Route of the Digital Beamforming Design
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Figure 5.14: Detailed View of the Place and Route Result

Table 5.7: Results From the IC Compiler

the routing a zoomed in part of the place and route design is shown in Figure 5.14.

The results from running the IC Compiler tool are shown in Table 5.7.

These results show that the total cell area is 432629.0768 nm2. Whereas, the total design

which incorporates power rails is roughly double the cell area at 791062.0837 nm2. Combina-

tional area refers to combinational circuitry which uses sequential logic or any circuit where

the output is dependent on the state of the input signals. The IC Compiler shows results that

the combinational and non-combinational area are roughly the same. It is a difficult balance to
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incorporate sequential logic since the circuitry can decrease complexity of the design but will

increase propagation delay.



Chapter 6

Conclusion

A beamforming algorithm has been studied and implemented in software to simulate incoming

signals received by an array of antenna elements. The results from this simulation are shown in

Figure 4.1. Using the HDL Coder application in Simulink the HDL Algorithm is generated using

HDL synthesizable Simulink blocks. The result of the HDL and behavioral model’s beamformed

output signal is shown in Figure 4.2. The code generated from HDL Coder has a testbench

file that simulated an incoming signal with a specific direction of arrival (DOA) that is used

within the algorithm to form a receiving radiation pattern that will maximize the information

received. Unfortunately, the co-simulation feature in Simulink did not successfully run with

errors shown in Figure 4.4. The algorithm is verified through the Cadence Incisive waveform

simulation environment as shown in Figure 4.7. Lastly, after verifying the functionality of the

HDL Algorithm the code is synthesized using Cadence DC compiler then applied to different

ASIC technology such as the 32, 65, 90 and 180nm technology. The HDL project could not have

been implemented on an FPGA board since there was not a board available for the dimensions

of this project. The data extracted from the synthesis tool reports are displayed in 5.2 and shows

the varying results compared to the technology.
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6.1 Future Work

Further experimentation from the work done in this project would involve implementing

beamforming using an antenna to transmit a narrowband signal to an array of isotropic antenna

elements. The signal information from all the antennas would then be transferred to the FPGA

or ASIC platform to generate the beamforming signal results. Unfortunately, the materials

required for this experiment were not attainable at the time of this research.

Wireless communication continues to use beamforming techniques that must continually

be improved on to meet consumers bandwidth demands. The hardware cost of a digital

beamforming model and power consumption is built up of smaller radio frequency chains

which is not efficient [34]. Hardware components necessary in a digital beamforming design

such as phase shifters are a relatively new technology that is expensive and not supplied at the

commercial level. There is future research work done in finding efficient alternatives to costly

phase shifters such as switches [15, 24] .

Research done in [35] shows an effective solution to improve the signal-to-noise ratio in

radar images by using a hybrid strp-map/spotlight mode. This mode allows multilook processing

that enhances the SNR value of the digital beamformed result. Additionally, this method does

not require further complexity to increase the SNR.

Reconfigurable intelligent surfaces (RIS) are a novel technology used in communication

systems. A RIS consists of 2D array of cells that are movable and can adapt to how a transmit

or receive wave is reflected, refracted, absorbed or modulated. RIS platforms use phase shifting

with multiple antennas to optimize the channel information. Phase shifting and beamforming

is difficult to express within the cascaded channels however, the research published in [36]

uses joint phase shift and beamforming that will account for individual channel’s information

received by the reconfigurable intelligent surface.
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